**Class and object**

**Class:**

**A class in Java is like a blueprint or template for creating objects. It defines properties (attributes) and behaviors (methods) that the objects created from the class will have.**

**Example: Think of a class like the blueprint for a table. It specifies the dimensions, material, and design. However, the blueprint itself is not a table; it's just a plan for creating tables.**

**In programming terms, you are the class that gives the blueprint (instructions) to a carpenter (the program). The carpenter follows these instructions to create a real table (object).**

**Object:**

**An object is an instance of a class. It is a real-world entity created based on the blueprint (class). In Java, everything revolves around objects. Once the JVM creates an object using the class as a blueprint, the object will have the properties and behaviors defined by the class.**

**Example: If the blueprint is the class, then the actual table made by the carpenter is the object. Each table (object) may have its own state (specific size, color, etc.) but follows the general structure defined by the blueprint (class).**

**Stack And Heap Memory**

**1. Stack Memory:**

* **Stack memory is used for static memory allocation and storing local variables.**
* **It holds primitive data types (int, float, char, etc.) and references to objects (but not the objects themselves).**
* **Each time a method is called, a new block (or frame) is created on the stack for that method. This block contains all the method's local variables.**
* **When the method execution completes, its block is removed from the stack (last in, first out - LIFO structure).**

**Example of Stack Memory:**

**public class StackExample {**

**public static void main(String[] args) {**

**int a = 10; // stored in Stack (primitive)**

**int b = 20; // stored in Stack (primitive)**

**add(a, b); // method call creates a new stack frame for the method 'add'**

**}**

**public static void add(int x, int y) {**

**int sum = x + y; // x, y, and sum are stored in the stack frame for 'add'**

**System.out.println(sum);**

**}**

**}**

**Explanation:**

* **Variables a and b are stored in the main() method's stack frame.**
* **When the add() method is called, x, y, and sum are stored in the add() method's stack frame.**
* **Once the add() method finishes execution, its stack frame is destroyed, and x, y, and sum are removed.**

**2. Heap Memory:**

* **Heap memory is used for dynamic memory allocation, and it stores all objects created in Java using the new keyword.**
* **It holds the actual objects, and the references to these objects are stored in the stack.**
* **Heap memory is managed by the Java Garbage Collector, which reclaims memory used by objects that are no longer referenced.**

**Example of Heap Memory:**

**public class HeapExample {**

**public static void main(String[] args) {**

**// Person object is created in the heap, reference stored in the stack**

**Person person1 = new Person("John", 25);**

**Person person2 = new Person("Alice", 30);**

**}**

**}**

**class Person {**

**String name; // stored in heap**

**int age; // stored in heap**

**Person(String name, int age) {**

**this.name = name;**

**this.age = age;**

**}**

**}**

**Explanation:**

* **The two Person objects (person1 and person2) are created in the heap memory.**
* **However, their references (or pointers) are stored in the stack memory in the main() method's stack frame.**
* **The name and age fields of each object are also stored in the heap memory.**

**Static Variable In Java**

**A static variable in Java (also known as a class variable) is a variable that is shared across all instances of a class. Unlike instance variables that are unique to each object, a static variable is created once and shared by all objects of that class. Let's explore static variables in detail:**

**1. Characteristics of a Static Variable:**

* **Belongs to the class, not objects: A static variable is associated with the class itself rather than any specific instance (object) of the class. This means it is shared among all instances of the class.**
* **Single copy across all instances: Only one copy of the static variable exists, no matter how many objects of the class are created. All objects refer to the same copy of the static variable.**
* **Memory allocation: Static variables are stored in the method area (or the class area in the JVM) and are allocated memory only once, when the class is loaded.**
* **Access via class name: Static variables can be accessed directly using the class name, without needing to create an object of the class. However, they can also be accessed via objects.**

**2. Declaration of Static Variable:**

**Static variables are declared using the static keyword inside a class but outside any method, constructor, or block.**

**class MyClass {**

**// Static variable**

**static int count = 0;**

**}**

**3. Use Cases of Static Variables:**

* **To share common data: Since static variables are shared among all instances, they are often used for storing common data that needs to be accessed or modified by all instances. For example, a variable that tracks the number of objects created can be declared as static.**
* **Memory efficiency: Static variables are used when a variable needs to be shared but creating multiple copies of it would be inefficient. For example, a static variable can be used to hold configuration settings for an application.**

**4. How Static Variables Work:**

* **Without Objects: A static variable can be accessed directly using the class name, even without creating an object of the class.**

**MyClass.count = 5;**

* **With Objects: Static variables can also be accessed through objects, but it is not common practice.**

**MyClass obj1 = new MyClass();**

**MyClass obj2 = new MyClass();**

**// Accessing static variable using objects**

**obj1.count = 10;**

**obj2.count = 20;**

**// The value of 'count' will be 20 for both objects**

**System.out.println(obj1.count); // Output: 20**

**System.out.println(obj2.count); // Output: 20**

**5. Example: Counting the Number of Objects Created**

**Let’s look at an example where we use a static variable to keep track of the number of objects created for a class.**

**class MyClass {**

**// Static variable to count number of objects**

**static int objectCount = 0;**

**// Constructor**

**MyClass() {**

**// Incrementing the count every time an object is created**

**objectCount++;**

**}**

**// Method to display the object count**

**static void displayObjectCount() {**

**System.out.println("Number of objects created: " + objectCount);**

**}**

**}**

**public class Main {**

**public static void main(String[] args) {**

**// Creating objects**

**MyClass obj1 = new MyClass();**

**MyClass obj2 = new MyClass();**

**MyClass obj3 = new MyClass();**

**// Displaying the count of objects created**

**MyClass.displayObjectCount(); // Output: "Number of objects created: 3"**

**}**

**}**

**In this example:**

* **The static variable objectCount keeps track of the number of objects created.**
* **Since objectCount is static, all instances of MyClass share the same variable.**
* **Every time a new object is created, the constructor increments objectCount, and the total number of objects created can be retrieved using the displayObjectCount method.**

**Static Method in Java**

**A static method in Java is a method that belongs to the class rather than instances (objects) of the class. Like static variables, static methods can be called without creating an object of the class. They are commonly used to perform operations that are related to the class itself or to operate on static variables.**

**Key Characteristics of Static Methods:**

* **Belongs to the class: A static method is associated with the class, not any particular instance. It is defined using the static keyword.**
* **Access via class name: Static methods can be called directly using the class name, without the need to instantiate an object.**
* **No access to instance variables: Static methods cannot access instance variables or instance methods directly, because they are not tied to a specific object.**
* **Can access static variables and static methods: Static methods can only access static variables and other static methods directly.**
* **Cannot use this or super keywords: Since static methods are not associated with any particular instance, they cannot use this (which refers to the current object) or super (which refers to the parent class).**

**Declaration of a Static Method:**

**Static methods are declared using the static keyword.**

**class MyClass {**

**static void myStaticMethod() {**

**// Method code**

**}**

**}**

**Calling a Static Method:**

**Static methods can be called:**

1. **Using the class name:**

**MyClass.myStaticMethod();**

1. **Using an object (although not recommended):**

**MyClass obj = new MyClass();**

**obj.myStaticMethod(); // This works, but it's not the best practice.**

**Example: Static Method in Action**

**Let’s see an example where a static method is used to perform an operation related to the class, such as counting the number of objects created.**

**class MyClass {**

**// Static variable to keep track of object count**

**static int count = 0;**

**// Constructor**

**MyClass() {**

**count++; // Increment count when an object is created**

**}**

**// Static method to display the object count**

**static void displayCount() {**

**System.out.println("Total objects created: " + count);**

**}**

**}**

**public class Main {**

**public static void main(String[] args) {**

**MyClass obj1 = new MyClass();**

**MyClass obj2 = new MyClass();**

**// Calling the static method using the class name**

**MyClass.displayCount(); // Output: "Total objects created: 2"**

**}**

**}**

**Static Block in Java (Static Initialization Block)**

**A static block (also called a static initialization block) in Java is a block of code that is executed only once when the class is loaded into memory by the Java ClassLoader. It is mainly used to initialize static variables or execute logic that needs to run before the object creation or any static method is called.**

**Key Points about Static Blocks:**

* **Executed when the class is loaded: The static block is executed as soon as the class is loaded into memory, even before the main method or any constructor is executed.**
* **Runs only once: It runs only one time per class, no matter how many objects are created.**
* **Multiple static blocks: You can have multiple static blocks in a class, and they are executed in the order they appear.**
* **Used for static variable initialization: Static blocks are often used to initialize static variables or perform any setup that's required before the class is used.**

**Syntax of a Static Block:**

**class MyClass {**

**static {**

**// Static block code**

**}**

**}**

**Example: Static Block in Action**

**class MyClass {**

**static int a;**

**static int b;**

**// Static block to initialize static variables**

**static {**

**System.out.println("Static block executed");**

**a = 10;**

**b = 20;**

**}**

**// Constructor**

**MyClass() {**

**System.out.println("Constructor executed");**

**}**

**public static void main(String[] args) {**

**System.out.println("Main method started");**

**// Accessing static variables**

**System.out.println("a = " + a); // a = 10**

**System.out.println("b = " + b); // b = 20**

**// Creating an object of MyClass**

**MyClass obj = new MyClass();**

**}**

**}**

**Encapsulation in Java**

**Imagine a capsule (like a pill). The medicine inside the capsule is protected, and you can’t see or directly access it. You just take the capsule, and it works. Similarly, in Java, encapsulation hides the internal data of an object and only allows access through defined methods.**

**How Encapsulation Works:**

1. **Private Variables: You make the variables (data) of a class private so that no one outside the class can directly access or change them.**
2. **Public Methods: You provide public methods (getters and setters) to access and modify the private variables. These methods control how the data is accessed and changed.**

**Example:**

**class Person {**

**// Private variable, can't be accessed directly outside this class**

**private String name;**

**// Getter method to access the private variable**

**public String getName() {**

**return name;**

**}**

**// Setter method to modify the private variable**

**public void setName(String newName) {**

**name = newName;**

**}**

**}**

**public class Main {**

**public static void main(String[] args) {**

**Person person = new Person();**

**// Using setter to set the name**

**person.setName("Onkar");**

**// Using getter to get the name**

**System.out.println(person.getName()); // Output: Onkar**

**}**

**}**

**Constructor in Java**

**A constructor is a special type of method in Java that is used to initialize objects. It is called when an instance of a class is created. Constructors are similar to methods but differ in that they:**

1. **Have the same name as the class.**
2. **Do not return any type, not even void.**
3. **Are automatically called when an object is created.**

**Types of Constructors**

**There are two main types of constructors in Java:**

1. **Default Constructor (No-argument constructor)**
2. **Parameterized Constructor**

**1. Default Constructor**

* **A default constructor is provided by the Java compiler if no constructors are explicitly defined in the class.**
* **It initializes object with default values (e.g., 0 for integers, null for objects).**

**Example:**

**class Car {**

**String model;**

**int year;**

**// Default constructor**

**Car() {**

**model = "Unknown";**

**year = 2024;**

**}**

**}**

**Usage:**

**Car myCar = new Car();**

**2. Parameterized Constructor**

* **A parameterized constructor allows passing values to initialize an object with specific data.**

**Example:**

**class Car {**

**String model;**

**int year;**

**// Parameterized constructor**

**Car(String m, int y) {**

**model = m;**

**year = y;**

**}**

**}**

**Usage:**

**Car myCar = new Car("Tesla", 2023);**

**Anonymous Object**

Anonymous Object Means where we just create a object not store in any Variable, we can not reuse it.

**class Car {**

**Car() {**

**s.o.println(“Object Created”);**

**}**

**Public void show(){**

**s.o.println(“Inside the Method”);**

**}**

**}**

In main method

Main(){

new Car();

}

**super() and this() method**

**1. super()**

* **Purpose**: The super() method is used to invoke the constructor of the **parent (superclass)**. It must be the first statement in a subclass constructor.
* **Why use super()**: It allows the subclass to initialize the fields or behavior inherited from the parent class. If super() is not explicitly called, the compiler automatically inserts a call to the no-argument constructor of the parent class.

**Key Points:**

* Used to call the parent class's constructor.
* If you don’t specify super(), Java implicitly adds a call to the no-argument constructor of the superclass.
* You can also pass arguments to super() to invoke a specific constructor of the parent class.

**Example:**

class A {

public A() {

System.out.println("in A's default constructor");

}

public A(int n) {

System.out.println("in A's parameterized constructor");

}

}

class B extends A {

public B() {

super(); // Calls A's default constructor

System.out.println("in B's default constructor");

}

public B(int n) {

super(n); // Calls A's parameterized constructor

System.out.println("in B's parameterized constructor");

}

}

public class Main {

public static void main(String[] args) {

B obj1 = new B(); // Calls A's default, then B's default

B obj2 = new B(5); // Calls A's parameterized, then B's parameterized

}

}

Output :-

in A's default constructor

in B's default constructor

in A's parameterized constructor

in B's parameterized constructor

**2. this()**

* **Purpose**: The this() method is used to call the **current class's** constructor. Like super(), it must be the first statement in the constructor.
* **Why use this()**: It allows constructor chaining within the same class. You can avoid repeating code by using this() to call one constructor from another in the same class, passing appropriate arguments.

**Key Points:**

* Used to call another constructor in the same class.
* Helps in reducing redundant code by chaining constructors.
* If this() is used, it must be the first statement in the constructor.

class A {

public A() {

this(10); // Calls the parameterized constructor

System.out.println("in A's default constructor");

}

public A(int n) {

System.out.println("in A's parameterized constructor with value: " + n);

}

}

public class Main {

public static void main(String[] args) {

A obj = new A(); // Calls A's default constructor, which then calls the parameterized constructor

}

}

Output ;-

in A's parameterized constructor with value: 10

in A's default constructor

**Method Overriding in Java**

**Method overriding** is a feature in Java that allows a subclass (child class) to provide a specific implementation for a method that is already defined in its superclass (parent class). When a subclass has a method with the **same name, return type, and parameters** as a method in its superclass, the method in the subclass overrides the method in the superclass.

**Key Points of Method Overriding:**

1. **Same method signature**: The overriding method must have the same name, return type, and parameters as the method in the parent class.
2. **Inheritance**: Method overriding requires a superclass and a subclass. The method that gets overridden must be defined in the parent class.
3. **Runtime Polymorphism**: Method overriding supports runtime polymorphism, meaning the decision to call the overridden method is made at runtime based on the object type.
4. **Access modifier**: The overriding method cannot reduce the visibility of the method it overrides. For example, if the parent method is public, the overriding method cannot be private or protected.
5. **super keyword**: The super keyword can be used in the subclass to refer to the parent class's version of the method.
6. **Static methods and constructors** cannot be overridden. Overriding only applies to instance methods.

**Example of Method Overriding:**

Let’s see how overriding works with an example.

**Superclass (Parent Class):**

class Animal {

// Method to be overridden

public void sound() {

System.out.println("Animal makes a sound");

}

}

**Subclass (Child Class):**

class Dog extends Animal {

// Overriding the sound() method

@Override

public void sound() {

System.out.println("Dog barks");

}

}

**Test the Method Overriding:**

public class Main {

public static void main(String[] args) {

Animal animal = new Animal(); // Object of parent class

animal.sound(); // Calls Animal's version of sound()

Dog dog = new Dog(); // Object of child class

dog.sound(); // Calls Dog's version of sound() (overridden method)

Animal animalDog = new Dog(); // Parent reference, child object

animalDog.sound(); // Calls Dog's version of sound() (runtime polymorphism)

}

}

**Output:**

Animal makes a sound

Dog barks

Dog barks

Packages in Java

OnlineShoppingSystem/

└── src/

├── com/

│ └── onlineshop/

│ ├── products/

│ │ ├── Product.java

│ │ └── Electronics.java

│ ├── users/

│ │ ├── User.java

│ │ └── Customer.java

│ ├── orders/

│ │ ├── Order.java

│ │ └── OrderManager.java

│ └── main/

│ └── ShoppingApp.java

└── README.md

**Packages In Java**

1. **Public**:

* **Access Level**: Everywhere.
* **Description**: If a class, method, or variable is declared as public, it can be accessed from any other class, regardless of whether it's in the same package or not.
* **Example**:

public class MyClass {

public int myVar;

public void myMethod() {

System.out.println("Public method");

}

}

2. **Private**:

* **Access Level**: Only within the same class.
* **Description**: If something is declared private, it can only be accessed within the class where it's defined. This is useful for encapsulating data.
* **Example**:

public class MyClass {

private int myVar;

private void myMethod() {

System.out.println("Private method");

}

}

3 **Protected**:

* **Access Level**: Same package and subclasses.
* **Description**: A protected member can be accessed within the same package and also in subclasses (even if the subclass is in a different package).
* **Example**:

public class MyClass {

protected int myVar;

protected void myMethod() {

System.out.println("Protected method");

}

}

4 **Default (Package-Private)**:

* **Access Level**: Only within the same package.
* **Description**: When no access modifier is specified, it defaults to package-private, meaning it can only be accessed by other classes in the same package. This is also called **default** access.
* **Example**:

class MyClass {

int myVar; // default access

void myMethod() {

System.out.println("Default method");

}

}

| **Modifier** | **Class** | **Package** | **Subclass** | **World** |
| --- | --- | --- | --- | --- |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **public** | Yes | Yes | Yes | Yes |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **protected** | Yes | Yes | Yes | No |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **default** | Yes | Yes | No | No |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **private** | Yes | No | No | No |

**Abstract Class and Abstract Method**

**1 Abstract Method: An abstract method is a method that is declared without an implementation (i.e., without a body). It is used when you have an idea of what the method should do, but the specific implementation will be provided by a subclass. You declare an abstract method using the abstract keyword.**

**2 Abstract Class: An abstract class is a class that cannot be instantiated directly. It may contain both abstract methods (without implementation) and non-abstract methods (with implementation). To create an object of an abstract class, it must be extended by a subclass.**

**Key Points:**

1. **An abstract method must be declared in an abstract class.**
2. **If a class contains even one abstract method, it must be declared as an abstract class.**
3. **A subclass that extends an abstract class is required to implement all the abstract methods from the parent class. If it does not, the subclass must also be declared as abstract.**
4. **We can not create Object of Abstract class But we can take refrence of Abstract class**

**// Abstract class**

**abstract class Animal {**

**// Abstract method (no implementation)**

**public abstract void makeSound();**

**// Non-abstract method (with implementation)**

**public void sleep() {**

**System.out.println("Sleeping...");**

**}**

**}**

**// Subclass extending the abstract class**

**class Dog extends Animal {**

**// Providing implementation for the abstract method**

**public void makeSound() {**

**System.out.println("Bark");**

**}**

**}**

**public class Main {**

**public static void main(String[] args) {**

**Dog myDog = new Dog(); // Creating object of the subclass**

**myDog.makeSound(); // Output: Bark**

**myDog.sleep(); // Output: Sleeping...**

**}**

**}**

Most Important Concept REST API (Representational State Transfer)

A REST API (Representational State Transfer API) in Java is a web service that allows different software applications to communicate over HTTP by following REST architectural principles. REST is a common approach to build APIs that are stateless, scalable, and easily accessible. Here's an overview of how REST APIs are created and used in Java:

In REST, resources are typically things like "users," "products," or "orders" that an API works with. Each resource is identified by a unique URI (Uniform Resource Identifier), such as /users or /products.

REST APIs use standard HTTP methods to define actions:

* **GET**: Retrieve data from the server.
* **POST**: Submit data to the server to create a new resource.
* **PUT**: Update an existing resource on the server.
* **DELETE**: Remove a resource from the server.